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Abstract Software engineering research can trace its roots to a small number of
highly influential individuals. Among that select group is Prof. Leon J. Osterweil,
whose work has fundamentally defined or impacted major directions in software
analysis, development tools and environments, and software process. His excep-
tional and sustained contributions to the field have been recognized with numer-
ous awards and honors throughout his career. This section briefly reviews his ex-
ceptionally distinguished career.

Software pervades our lives today, powering everything from PlayStations® to the
Space Station. Entire governments and economies run on software. Businesses dif-
ferentiate themselves by the quality of their software services. Students learn using
software. Food and automobiles and pharmaceuticals are produced using software.
Medical devices that give people with a myriad of conditions a new lease on life
are powered by software. People collaborate, stay connected, and reap “the wis-
dom of crowds” [7] using software. It is hard to imagine life without software.

But it wasn’t always so. The field of software engineering started from very
humble origins as relatively simple aids to productivity, such as mathematical
processing packages and small-scale applications to help with back-office func-
tions. Very few could ever have conceived that, one day, the engineering of soft-
ware would become one of the most important, impactful activities in the world.

Leon J. Osterweil is one of those few. Lee saw past software as a limited aid to
corporate and personal productivity, and into a future where it would be possible
to engineer large-scale, reliable software that could enhance peoples’ effectiveness
and enrich their lives. And he went further: he hypothesized that the software
processes by which software is engineered could themselves be engineered to help
build those game-changing software systems. This doesn’t sound like a vision to-
day—it is the reality in which we live—but in the 1970s, when Lee started his ex-
ceptionally distinguished career, it was prescient.

Lee has been a major force in driving software engineering from vision to reali-
ty. For more than three decades, he has fundamentally defined or significantly af-

P.L. Tarr, A.L. Wolf (eds.), Engineering of Software, 1
DOI 10.1007/978-3-642-19823-6_1, © Springer-Verlag Berlin Heidelberg 2011



2 P.L. Tarr and A.L. Wolf

fected major approaches to software analysis, development tools and environ-
ments, and software process—all critical parts of the software engineering discip-
line as it is practiced today. The depth and breadth of his work is seen in research,
government, academia, and industry. Much of his work and many of his ideas con-
tinue to have major influence today—a truly remarkable statement about work in a
field in which advances are old in a matter of months or a small number of years.
Lee has driven and influenced the field of software engineering in both obvious
and subtle ways. He has defined and developed many of the core ideas in the field,
and he has also nurtured generations of its practitioners.

Lee started his career in mathematics, receiving the A.B. degree from Princeton
University in 1965, and the M.A. and Ph.D. degrees from the University of Mary-
land in 1970 and 1971, respectively. After graduate school, he became a professor
at the University of Colorado at Boulder, where he ultimately served as chair of
the Department of Computer Science. During his tenure in Boulder, he and his
students produced multiple seminal pieces of research in the analysis of software.
Part I of this volume examines the significant and long-lived impact of that work.

It was also during his time in Boulder that Lee’s vision of software engineering
as a discipline began. After laying the foundation for a study of what would even-
tually be called “software development environments” with his work on Toolpack
(Chapter 11) and Odin (Chapter 12), Lee co-founded the Arcadia Consortium in
1987. Arcadia reflected the group’s vision of the engineering of software on a
grand scale. Its goal was to perform the research and proof-of-concept develop-
ment required to make fully integrated, end-to-end software development envi-
ronments—ones that support all aspects of the engineering of software—a reality.
Arcadia was a decade-long joint effort of researchers at the University of Colorado
at Boulder, the University of California at Irvine, and the University of Massachu-
setts at Amherst, and it included participants from TRW, Incremental Systems
Corporation, and others. The sheer number and extent of the contributions that
came out of Arcadia is overwhelming. Part II examines some of Lee’s major con-
tributions in this area.

It was during this time when Lee had the insight that “software processes are
software too,” [3] which led to his most profound contributions to software engi-
neering to date. In particular, he noticed that the different processes carried out
during the course of the engineering of software suffered from many of the same
characteristics and problems that software itself does. Processes are frequently er-
roneously specified, unclear in intent, difficult to debug, and even more difficult to
understand. This led him to hypothesize that programming software processes, and
subjecting their development to the same, rigorous methods, analyses, and testing
to which software is subjected, could benefit processes the same way it had bene-
fited software. Lee’s vision radically altered the whole software environments
landscape. Even today, process-centered software environments—a hallmark of
Arcadia—are just emerging in the state-of-the-practice. Part III looks Lee’s pro-
found and sustained contributions in the area of software processes.
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In 1988, Lee joined the faculty of the University of California at Irvine, where
he also served as chair of the Department of Information and Computer Science.
While at Irvine, he co-founded the Irvine Research Unit in Software (IRUS),
which seeks to advance the state-of-the-art and state-of-the-practice in software
engineering by promoting partnerships between academic and industrial partici-
pants. IRUS—which continues its invaluable work to this day—is characteristic of
Lee: he builds bridges between people with different knowledge and expertise to
enable them to find solutions together that none would have found individually.

In 1993, Lee joined the faculty at University of Massachusetts at Ambherst,
where he remains today. He served as Interim Dean of the College of Natural
Sciences and Mathematics from 2001 to 2005. He serves as co-director for the La-
boratory for Advanced Software Engineering Research (LASER) and for the Elec-
tronic Enterprise Institute. In recent years, he has expanded his research on
process definition and analysis to some important domains, including medical
safety, dispute resolution, electronic commerce, and e-government, and he has
continued to make significant contributions in software testing and analysis.

The pivotal role that software plays in our society means that software engi-
neering practice desperately needs a strong research base on which to draw. The
questions inevitably arose: how well have its results supported software engineer-
ing practice, and how can it best do so in the future? In 2002, Lee decided to take
on these critical questions. He enlisted the help of three colleagues to form the
Impact Project [5]. His vision was to produce a series of rigorous, scholarly, and
objective studies in various subfields of software engineering, with the goals of
assessing past impact and making recommendations to assure future impact. To
date, three such studies have been published as peer-reviewed journal articles, au-
thored by teams from both industry and academia, and more are underway. These
studies cover the areas of software configuration management [2], modern pro-
gramming languages [6], and middleware technology [1]. They clearly identify
how synergisms among different areas of computer science (e.g., programming
languages, distributed systems, database management) and healthy exchanges be-
tween academia and industry have sparked key innovation. The Impact Project has
been remarkably successful and, indeed, impactful, in affecting both the percep-
tion of software engineering research and research agendas in the field.

The Impact Project is just one example of the key and sustained leadership role
in the software engineering community that Lee has played throughout his career.
His outstanding research contributions have been recognized and honored with
awards too numerous to list exhaustively. Lee is a Fellow of the ACM, and he has
received the ACM SIGSOFT Outstanding Research Award in recognition of his
extensive and sustained research impact. His seminal paper on software process
programming was awarded the Most Influential Paper of ICSE 1987, which re-
cognizes it as the paper from that conference which had the most significant im-
pact on the field over the decade that followed its publication. His ICSE 1986 pa-
per on tool integration was selected as the runner-up for the same honor. Lee has
served as General Chair for FSE 1998 and ICSE 2006, and Program Chair for
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many conferences in different areas of software engineering, including ICSE
1994. Lee has been an ACM Lecturer, has been on the board of ACM’s Transac-
tions on Software Engineering and Methodology, and has been a member of the
Software Engineering Institute’s Process Program Advisory Board. He has served
on technical advisory boards for, or consulted with, several industrial organiza-
tions, including AT&T, Boeing, IBM, SAIC, and TRW.

Lee’s research contributions have been so extensive that some people are sur-
prised to learn that he is also a very talented and dedicated educator. He has di-
rected the research of many Ph.D. students who have themselves gone on to
achieve significant impact and receive major awards. Lee has also mentored gen-
erations of young researchers, guiding them in their careers. He was recently hon-
ored with the ACM SIGSOFT Most Influential Educator Award, in recognition of
his career-long achievements as an educator and mentor.

Lee’s expertise has earned him prominent roles on National Academies Panels,
which provide advice to the United States government on key topics in science,
engineering, and medicine. In 2007, he co-authored an assessment of the Social
Security Administration’s electronic service provision [3]. He is currently a mem-
ber of a National Academies Panel on “Future Information Architectures,
Processes, and Strategies for the Centers for Medicare and Medicaid Services.”

It has been a privilege and a delight to have the opportunity to assemble the pa-
pers in this volume, and to reflect on the distinguished career of someone who laid
so much of the foundation for the field of software engineering, and who has
done—and continues doing—so much in his career to promote the vitality of the
field, its practitioners, and all those whose lives are enriched by it. We hope you
enjoy and benefit from this volume as much as we have.
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