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1 Introduction

For the problem domain of business process engineering we introduce, model, and
formalize notions of business processes such as action, actor, event, business process,
and business transaction. In addition, for the solution domain of service-oriented archi-
tectures (SOA) we introduce, model, and formalize notions of service, service compo-
sition, service-oriented architecture, and layered SOA in a systematic way. We do that
by a rigorous mathematical system model. For that purpose, we first develop a basic
mathematical system model for formalizing fundamental concepts of processes and
services. The goal is to provide a minimal set of formal modeling concepts, nevertheless
expressive enough to formalize key notions and concepts in business process engi-
neering and service-oriented architectures capturing also their mutual relationships. This
way, the relationship between central notions in business process models is captured
formally, which provides a basis for a methodology for deriving the systematic speci-
fication and design of service-oriented architectures from business process modeling.
The purpose of the approach is manifold; one goal is a clear definition of terminology,
concepts, terms, and models in business process modeling and SOA; another goal is a
rigorous formal basis for the specification, design, and development of business
processes and, in particular, SOAs. We end up with a strictly formal concept for the
development steps from business process models to services as part of a SOA-oriented
development process.
This is an extended abstract of [Broy 15].

2 Business Process Design

When designing business processes and, in turn, developing business transaction and
workflow support software, concepts of domain modeling in terms of business processes
and software based business applications are needed. In consequence, various notions
and modeling concepts of two disciplines, namely software engineering and business
process engineering, have to be related, harmonized, integrated, and conceptually
unified. The challenge is to provide a comprehensive modeling framework expressive
enough to support the development steps in the construction of service-oriented archi-
tectures (SOA) on the basis of business process models.

In the development of a SOA for business applications, it is first to capture and work
out the goals and requirements in the application domain. Then based on these
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requirements we work out the business processes. Finally, we determine which parts of
the software processes are to be supported by computer-based services to derive from
them the software requirements and specifications, further on the software service archi-
tecture, and finally service implementations. For carrying out such development tasks,
models, and modeling concepts are applied both from the field of business process
modeling and model based software and system development — more specifically from
the field of service-oriented architecture.

Our main concern is to provide formal models for processes and formal models for
service-oriented systems in terms of their interfaces to model key notions in business
process engineering. We use process models to model notions like business process and
business process transaction. We use the notion of systems and system interface
behavior to model business services. One of our goals is to relate these notions to the
concept of services as studied in service-oriented architectures.

We aim at a synergy between the problem domains of business process engineering
and that of formal system modeling. For both areas, we work out formal concepts as a
basis for engineering service-oriented architectures (SOA).

Remark: Avoiding clashes in engineering terminology.
One delicate difficulty for our approach is a terminological clash between two disci-
plines, that of “business process engineering” and that of “formal process modeling”.
This difficulty is immediately recognized when studying the general term “process” in
the field of event processing. Moreover, in the field of business processes, the term
“business process” is used differently addressing a number of different notions like the
business process of an organization, the instance of the business process during a day
of operation, or the business process of a business transaction as an instance of a specific
business case; in formal system modeling, formal models of discrete processes are
introduced as generic concepts for modeling discrete activities.

End_of _Remark

For service-oriented architecture we formalize the notion of the service layer leading to
the concept of service-layered architecture.

3 Fundamentals in Discrete Process Modeling

Modeling discrete processes is one of the challenges in the development of automation
systems — be it in business automation or in production automation.

The term process is used for many quite different notions and concepts. It is used for
behavior described by a system or by a system model, execution mechanism (a Petri-
net, for instance), or for a particular instance of behavior of a system or system execution
mechanism model (an occurrence net for a Petri-net). In addition, given such an instance
of behavior, we may consider certain sub-behaviors representing (smaller) instances of
behavior.

This shows that we deal with three forms of notions of processes and their description:

e process descriptions (by modeling concepts) with which we associate
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e sets of instances (scenarios) of behavior, the members of which are
e instances (scenarios) of behaviors.

In the following, we use the word “process” strictly for an instance of behavior. So
we get the following terminology:

e asystem description (of a business system), called a process specification, describes a

o set of (business) processes where

o (business) processes are instances of system behavior (representations of system
executions).

In this terminology, a process is used to denote the run (“history”) of a system like
an occurrence net represents an instance of behavior of a Petri-net. A Petri-net is an
example of a process specification. Since we can identify in a given process several sub-
processes, a process can also be understood as describing sets of (sub-)processes. This
general approach of understanding the term process is used in the following in a more
concrete and detailed form by introducing a modeling theory for processes.

4 Process Descriptions and Instances Business
Process Engineering - Notions and Concepts

In business process engineering, the concept of a process is essential. The term “business
process” is used in business process engineering in a very generic way. It addresses the
process (in the sense of instance) of a particular business transaction as well as the
process of a particular sub-organization as well as the comprehensive set of activities
of an entire company or even a network of companies. In this section, we introduce a
taxonomy of slightly different form for capturing business processes and their specifi-
cation.

A business process consists of a set of business actions! (often called “steps”)
executed by business actors. Their actions are in some logical, causal, and temporal
relationship.

For a business process and its specification, we introduce several views and struc-
tures. We take the following fundamental viewpoint onto business processes. In a busi-
ness process, actors execute a set of actions. This way we obtain two essential notions:

e business actions (singe steps of activity in a process)
e business actors (humans or machines that carry out actions).

In addition, we might consider business objects and business data as they are used
to capture the states related to business transactions. Business actions usually have
certain effects on business objects. They may change states of business objects and they
may consume or produce events that relate to actions in terms of the exchange of
messages (or even exchange of material or energy). We do not consider business objects

1 . . . . .
Note that the choice of a set of actions determines also the granularity of the model of a business
process. This granularity can be changed by replacing an action by a set of sub-actions or vice
versa.
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and business data, in particular, in the following; they can be added, however, in a
straightforward manner to the approach.

Actors are humans or computer systems that carry out actions. By carrying out
actions, actors provide specific services. While carrying out services actors may observe
certain actions executed by other actors. These observations may trigger actors to execu-
tions of further actions.

This leads to another key notion in business process engineering, the notion of a
service, more precisely to the notion of a

e business service.

A business service is carried out (provided) by some business actor or a set of actors
(the service provider); it consists of a business process generated by the actor in reaction
to the process and the actions the actor observes. The set of actions the actor observes
(which form a sub-process of the overall process) are called its service input, the set of
actions generated by the actor (which also form a process) are called its service output.

To illustrate our notions, we sketch the example of a web shop with the help of our
previously introduced terminology. Words referring to key concepts are put in italic.
The web shop operates by carrying out a number of actions. The ordering of a product
in the web shop by a customer is done by a set of actions by the customer and the web
shop forming a business transaction (instance). The structure of all possible business
transactions can be described by a business transaction specification. Within a given
time interval (one hour, one day, one month, one year) a set of business transactions is
carried out; they form what we call a business transaction flow (for instance, the process
of the web shop consisting of all actions and transactions carried out in one year). Note
that there may be and usually are dependencies between the individual business actions
and business transactions that occur within a business transaction flow. There are various
ways to describe such dependencies (for instance, business objects) and derive sub-
transactions (sub-processes) from a business transaction flow.

There are several ways to define the notion of a business process. It addresses the
set of transactions that serve a certain business purpose (“‘business purpose viewpoint™):

(a) We may call the set of all possible business transactions business process.
(b) We may call the set of all possible business transaction flows business process.
(c) We may call an instance of a business transaction business process.

We tend to follow position (c) where we include (b) since the business transaction
flows include the business transactions as sub-transactions (“‘sub-processes’). We call
what is addressed by (a) and (b) the business process specification. For our running
example, the business process specification describes all the business transaction flows
and also the set of all possible business transactions of the web shop.

5 From Business Processes to Service-Oriented Architectures

Services and service-oriented architectures (SOA) have received much attention in
recent years for good reasons (see [Broy 05], [Broy et al. 07]). When dealing with large
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systems, it is generally recognized that we need appropriate abstractions. These abstrac-
tions have to be useful for the implementation of systems, but they are even more
urgently needed for the design and specification of domain specific aspects of informa-
tion processing systems. Service-oriented architectures aim, in particular, at structuring
software systems not so much governed by technical concepts of implementation but
rather driven by concepts of the application domain with its domain-specific terms and
conditions.

We understand service-oriented architecture as an approach that follows classical
general goals and principles of software system construction such as modularity, appli-
cation domain orientation, and strict concentration onto the user-centric functionality of
systems. These principles are in response to the growing demand of putting emphasis
on system evolution and maintenance with flexible response to changing requirements.
In addition, SOA is expected to lead to a higher quality of software systems in terms of
changeability, adaptability, interoperability, and reusability. In the following, we intro-
duce a basic formal model for services as they are used in service-oriented architectures.

A further important issue is a methodological one defining what are systematic steps
of the development of service architectures starting from high-level requirements and
use cases. In this section, we give a very short and brief preliminary description of how
such a top-down development methodology could look like.

We characterize the proceeding by the following steps:

1. We give use cases. In each use case, we describe scenarios of service use that corre-
spondent very directly to scenarios that can be formally seen as service instances.

2. From the scenarios, we derive service processes they can be described by process
diagrams or by interaction diagrams. To do these diagrams we also have to formalize
the service messages. The service messages can be directly identified from the
service use cases.

3. Inthe processes, we have steps, which are done manually and steps, which are done
by the software systems. Therefore, it is an important decision which of the steps in
the systems are done manually and which of the steps are done by the software.

4. By identifying steps that are to be done by software, we can derive from the service
processes, the service hierarchy as well as services instances for each of the services
in the hierarchy.

5. For each of the services, we define its service interface behavior. Perhaps, we decide
to introduce additional auxiliary services that provide small service provision
networks for the services to implement.

6. From this, we get on one hand service architectures and a black box descriptions of
each of the services involved.

7. The black box view of the provided services, have to be correctly represented by the
service composition, including a layered architecture in terms of a stack of internal
services.

This shows, how service architectures can be worked out in a top-down fashion. In
fact, we could also use the same approach in a bottom up development. What we finally
get is an artifact model for service-oriented architecture where all of the ingredients of
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a service architecture are given that are more less as described by the notion and concept
model by the introduced mathematical techniques.

6 Conclusion

In this paper, we base the formalization of SOA concepts on the theory of processes and
process oriented service functions. We can use all concepts such as

e service separation
e service refinement
e service specification and implementation.

for the engineering of SOA systems.

An interesting question addresses the difference between object- and service-orien-
tation (OO vs. SO). For a number of practical SOA approaches the answer is not obvious,
in particular, when OO concepts are used to represent services. However, there is a
significant difference between OO and SOA that has to be understood to see the advan-
tages of SOA over OO:

e Typically, OO-concepts are sequential and method-invocation oriented,
e SOA approaches are, by nature, taking into account time, parallel and concurrent
computation and explicitly support of distribution, interaction, and time.

Of course, we may use OO-concepts to implement SOA, but these concepts are too
weak to represent SOA ideas explicitly. The strength of SOA can be fully exploited only
by a dedicated modeling framework addressing interaction and concurrency explicitly.

By the constructions introduced, we provide the following foundations:

e We describe general models for several important notions and terms in business
process modeling.

e We introduce a very compact general formal model and theory for processes and
services.

e Due to the form of models, we can define formally the relationship between these
notions and how they interact with each other.

e The main idea is to use this as a foundational framework for a methodology and
development processes for business systems.

The ultimate goal is to provide a foundation for a formalized approach to service-
oriented architectures. Service-oriented architectures claim to be the better approach to
develop main business process applications. A key issue here is the step from a descrip-
tive approach to processes where processes are described as structures of activities to
an input/output oriented view, which we call services. By our notion, we capture
formally the heart of the idea of business process modeling and the formal step from
business process modeling into SOA.
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